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ABSTRACT
This article presents the development of a model for deploying software 
processes within the context of free and open-source software FLOSS 
communities, characterized by the voluntary participation of people 
geographically distributed in different places and with diverse profiles 
and interests in a software development project. The Delphi method 
validated the model, in which 15 people interested in FLOSS communities 
participated. It was found that the model promotes communication and 
motivation of the participants in more than 80% and favors the participa-
tion of new community members, according to the answers given by the 
participants. The communication and motivation skills of the members 
of a FLOSS community are fundamental for the proper development of 
free software construction projects.
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MODELO DE IMPLEMENTACIÓN DE PROCESOS DE SOFTWARE 
EN ENTORNOS COLABORATIVOS Y DISTRIBUIDOS TÍPICOS DE 

COMUNIDADES DE SOFTWARE LIBRE Y DE CÓDIGO ABIERTO (FLOSS)

Este artículo presenta el desarrollo de un modelo para implementar 
procesos de software en el contexto de comunidades de software libre  
y de código abierto (FLOSS), caracterizadas por la participación volun-
taria de personas distribuidas geográficamente en diferentes lugares y 
con perfiles e intereses diversos en un proyecto de desarrollo de software. 
El método Delphi validó el modelo, en el que participaron 15 personas 
interesadas en las comunidades FLOSS. Se encontró que el modelo 
promueve la comunicación y motivación de los participantes en más del 
80% y favorece la participación de nuevos miembros de la comunidad, 
según las respuestas dadas por los participantes. Las habilidades de 
comunicación y motivación de los miembros de una comunidad FLOSS  
son fundamentales para el adecuado desarrollo de proyectos de cons-
trucción de software libre.

Palabras clave: FLOSS, software, modelo, proceso, código abierto



3Deployment model for software processes in collaborative and distributed environments typical of Free and Open-Source...

Revista Ingenierías Universidad de Medellín, 22(43) Julio-Diciembre de 2023 • pp. 1-22 • ISSN (en línea): 2248-4094

1. INTRODUCCIÓN

With the rise of the FLOSS movement at the beginning of the first decade of the 2000s, 
there was a first division between free software [1] and open source [2]. While the 
former was a social movement around a philosophy of freedoms, the latter revolves 
around a software development methodology and a business model; however, today, 
these two approaches converge into a single concept, thanks to the common point  
of the two movements regarding the access to source code as an indispensable element to  
achieve freedoms (of the free software movement) and the proper development process 
(of the Open Source movement). This common ground led to the unification of the 
acronym FLOSS, “Free/Libre Open-Source Software” [3] [4].

Regardless of the origin of these movements, it is clear that it is about software 
development. Therefore, it is essential to talk about the process that the different 
communities related to these movements use to obtain software products under  
the criteria of voluntary cooperation and, in most cases, in a distributed manner, 
depending on the location of the team members. On the other hand, any process, not 
only in the FLOSS context but generalized, even to industrial contexts, goes through a 
series of phases during its life cycle, for which it is necessary to interpret each stage’s 
purpose and product.

In this topic, process modeling and tool integration were the main trends. As a 
base document for the formulation of the present article, it was found that in [5], the 
main research topics related to the software process are structured; in [6], a brief 
history and achievements of software process research are presented, as well as the 
critical evaluation of the results produced up to that moment. Unterkalmsteiner, in [7], 
reviews work related to the variety of process modeling, including the representation 
of modeling elements. Ruiz González in [8] makes a study on the integration of pro-
duction and management processes in software projects, presenting some integrated 
tools, known as Software Engineering Environments (SEE), whose objective is to 
support these processes, leaving as an open problem the integration of the tools in a 
single process-oriented environment. Matturro [9] proposes managing the knowledge 
and experiences acquired during a software project as the most valuable asset for 
organizations in process improvement. Bermon in [10] offers the use of a wiki for the 
management of PAL process asset libraries. Rolandsson in [11] presents a study of how 
programmers cope with the coexistence of a commercial industrial production mode 
(typical of companies) and the cooperative community of the FLOSS context. Ruiz [12] 
proposes a framework based on the application of model-driven software engineering 
techniques and the integration of information through linked open data, where he 
also presents a framework for the deployment and evaluation of software processes. 
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Alvertis in [13] proposes a methodology to bridge the gap between customers and 
developers as a vital aspect of a successful development project, suggesting the Cloud 
Teams platform as a groupware system supporting collaborative software development. 
Linaker [14] proposes a Contribution Acceptance Process (CAP) model from which 
companies can adopt contribution strategies that align with product strategies and 
planning. Ewenike in [15] reviews the development process to assess the factors and gaps  
that create the need to improve the collaborative software development process in the 
cloud. Considering the above, it can be concluded that the main issues faced by FLOSS 
communities are related to collaborative development, communication, quality review, 
and process clarity.

Process life cycle

The process life cycle can be organized into the following phases (see Figure 1):  
i) the design phase consists of determining the main steps of the process and organi-
zing them into phases, defining precedence relationships, inputs, outputs, tools, and 
techniques necessary to develop each of the stages constituting the process in question; 
ii) the initial deployment is aimed at launching a process for the first time in a real 
context and not an abstract one as in the case of design. This phase includes adequate 
documentation of the process and effective communication to the people executing 
it; iii) the continuous improvement phase consists of change control of the process, 
carried out through continuous monitoring (measurement) of each sub-processes, and  
designed in terms of effectiveness and efficiency. This phase is expected to be the 
longest in the life cycle to the extent that the process can continue to be improved 
without being declared obsolete in the light of technological advances, mainly in the 
tools and techniques used by the process; iv) and the retirement phase, which consists 
of declaring the obsolescence of the tools and techniques, so that the continuous 
improvement processes lose their efficiency and therefore it is more economical to 
change the entire process. This occurs mainly in processes in other contexts that 
require machinery or physical tools that become inefficient due to wear and tear and 
technological evolution. Likely, this retirement stage does not occur in some processes, 
such as software development, since they do not depend on physical tools, so it may 
happen that a process through continuous improvement changes radically over time, 
and therefore, continuous improvement can be seen as a reengineering process, by 
including the natural changes of tools and techniques to the rhythm of the advance of 
the technologies used in software development.
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Figure 1. Life Cycle of a Process
Source: own elaboration

Particularly in software development processes, this same process life cycle can 
be interpreted as the knowledge required to make each stage effective (see Figure 2). 
The design phase [16] requires an adequate study of existing software life cycle models  
according to the needs and types of development projects [17], as well as of the  
various methodologies that have proven to be helpful or that have become standard 
practice due to effective communication and dissemination processes. It is recommen-
ded the study of formally defined standards such as ISO 12207 [18] and IEEE 1074 [19] 
that give clarity to the scopes of the sub-processes in which processes are typically 
subdivided, either at the level of a particular project or at the level of an organization 
engaged in software development.

Continuous 
improvement

(Measurement, 
change control)

Design

Lifecycle 
models, 
methodolo
gies, and 
process 
standards

Initial 
deployment

(Documentati
on and 
training)

Retreat

(Lessons 
learned, 
redefinition of 
the context)

Process reengineering

Figure 2. Software development process life cycle.
Source: own elaboration



6 Fabian Alonso Lara Vargas y Luis Alberto Esteban Villamizar

Revista Ingenierías Universidad de Medellín, 22(43) Julio-Diciembre de 2023 • pp. 1-22 • ISSN (en línea): 2248-4094

The initial deployment stage is based on the ability to unambiguously describe each 
of the process’s activities [20], so it is described in terms of roles, activities, tools, and 
techniques used in each activity. A second factor in this stage is the training of the people who 
will use the process, thus ensuring the usefulness of the documentation since documenting 
a process does not imply that people execute the activities as they were defined. 

The continuous improvement phase includes evaluating the software process [21], 
[22] and is related to quality models. In the academic and business environment, the 
CMMI (Capability Maturity Model Integration) model [23], [24], which has proven to  
be effective in process improvement at the organizational level, with its descendants 
TSP (Team Software Process) [25] at the level of project teams, or PSP (Personal 
Software Process) [26], [27] at the level of individual members of software development, 
is recognized. Process changes also arise from product quality measurements, so it is 
necessary to consider models and standards such as McCall, GQM, FURPS, Dromey, 
GILB, ISO 9126, SQAE, WebQEM, and ISO 25000 (see Table 1). Much of the research 
links the deployment process to process improvement using the CMMI model.

Table 1. Models and standards for measuring product quality.
Model Description

McCall It is considered one of the pioneers in the evaluation of software quality. Its structure is based on 
three levels (factors, criteria, and metrics) and has eleven base criteria: accuracy, reliability, efficien-
cy, integrity, usability, maintainability, testability, flexibility, portability, reusability, and interoperability.

GQM (Goal Question Metric) It provides a way to define metrics based on applying some questions related to the project that 
allow the achievement of previously set goals.

FURPS (Functionality, Usability, 
Reliability, Performance, and 
Supportability)

It is a model developed by Hewlett-Packard, whose name comes from the criteria it evaluates 
Functionality, Usability, Reliability, Performance, and Supportability.

Dromey It proposes three models for each stage of the development process: requirements model, design 
model, and implementation quality model.

GILB, It guides software evaluation based on workability, adaptability, availability, and usability, which 
are divided into sub-attributes.

ISO 9126 It is based on McCall’s model and is organized into four parts: quality model, external metrics, 
internal metrics, and quality metrics in use. It also includes the evaluation of characteristics such 
as functionality, reliability, usability, efficiency, maintainability, and portability, for each of which it 
defines sub-characteristics.

SQAE (Software Quality 
Assessment Exercise) 

Based on Boehm, McCall, Dromey, and ISO 9126, it is oriented to evaluate by third parties not 
directly involved with the development. It is organized into three layers that allow the evaluation to 
be taught hierarchically: area, factor, and quality attribute.

WebQEM (Web-site Quality 
Evaluation method) 

It is a website quality evaluation methodology that follows six phases: planning and programming 
of the quality evaluation definition and specification of quality requirements, definition and imple-
mentation of the elementary evaluation definition and implementation of the global evaluation 
analysis of results, conclusion and documentation, and validation of metrics.

ISO 25000, Also known as SQuaRE (System and Software Quality Requirements and Evaluation), its purpose 
is to guide the development with requirements and evaluation of quality attributes, mainly functio-
nal adequacy, performance efficiency, compatibility, usability, reliability, security, maintainability, 
and portability [28].
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As previously mentioned, the retirement process and its subsequent reengineering 
phase can be considered non-existent in software development processes, in the sense 
that since it does not depend on physical tools, it can undergo drastic changes as part of 
continuous improvement; that is, the process initially deployed in an organization can 
be very different from the one used at a point in the life cycle, as long as continuous 
improvement guarantees the control of changes in the documentation and an effective 
process of communication of such changes through training. Therefore, lessons learned 
and changing technologies are quickly incorporated into the evolution of a sub-process, 
which can be seen as process reengineering in the long term.

Finally, it is vital to highlight the difference that may exist in the contexts of FLOSS 
development and proprietary development, in which there is no form of free access to  
the source code outside the boundaries of an organization that needs the software 
(and develops it) or of an organization that is dedicated to producing software and that 
was contracted by the one who needs the product [28]. The difference between these  
two contexts [19] lies in the voluntary collaboration and the geographical distribution 
of the team members. The first and most important differentiating factor is related to 
the attachment of the members to a development team: in the FLOSS context, in most 
cases, there is no financial compensation for all team members, while in the proprie-
tary context, there is a contract that in one way or another obliges team members to  
comply with the rules defined by the contractor; As for the second factor, today it can 
be overcome through the appropriate use of technological tools for teamwork; however, 
it has been shown that collaborative work in the same physical space results in both 
process and product quality, as is the case of methodologies such as SCRUM [29], [30].

About the above, the question arises: how to develop a model for deploying software 
processes within the context of free and open-source software communities FLOSS, 
which contributes to improving communication, motivation, and participation of the 
people who make them up?

2. PROPOSED MODEL

The proposed model involves the software deployment phase and the design phase, 
which must guarantee the usability of the processes defined for a particular community. 
The proposed model (see Figure 3) presents three indispensable components to ensure 
adequate deployment of processes in a FLOSS community: constraints, techniques, and 
tools. The model also includes the particularities of a development context in which 
collaboration is voluntary, and its members are geographically distributed. It can be 
adapted to the reality of each FLOSS community under its particularities.
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Figure 3. Proposed deployment model
Source: own elaboration

The construction of a solution starts from the design process, which is influenced 
by constraints, techniques, and tools that can alter this process. Then, we move on to  
the initial deployment process, conditioned by other restrictions, methods, and tools 
different from those used in the previous process. In this stage, deliverables are deve-
loped and improved until the minimum viable product is achieved, with continuous 
improvement of tests and corrected codes. It is essential to mention that the group of 
processes is from the beginning of the process until the desired product is obtained.

2.1 Design
A software process should be seen generally as the whole development process, including 
the sub-processes into which it can be divided. Therefore, when talking about the initial 
deployment of the process, it is considered for the first time the integral process whose 
only product is functional software, which includes the source code, specifications, 
designs, and documentation, both for the developers and the software users. 

In a FLOSS community, there is an initial version known as “Credible Promise,” 
which motivates members to join a project. This initial version of the product did not 
apply a community development process, which is why the design of the process will 
be a parallel task to the involvement of the first participants [29]. At this point, it is 
necessary to form the process group, which may be considered one more role in the 
overall development process. Its members will design, document, and give permanent 
support to all the other members in the different roles determined.
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2.1.1 Restrictions

The primary constraint of the process design component is the context, considering the 
characteristics of the people who will use the process. It is necessary to characterize 
this population, which, although not clearly defined at the beginning of the project, can 
be predicted depending on the problem domain the project addresses. An essential part 
of the context is the geographical distribution of its members, for which the process 
must be supported by appropriate communication tools [28].

The following paragraphs describe the most important restrictions: 

a. Iterative and incremental: FLOSS development contexts are characterized by 
frequent releases, so their design must include appropriate iterative and incremental 
development strategies.

b. Design based on roles and not on sub-processes: process documentation notations 
and tools allow the global software process description. Due to the great variety of 
profiles in the members of a community, these are self-organized according to their 
skills, and their linkage is always based on the role they play. Thus, the design of 
FLOSS processes must be based on each of the necessary roles: developers, designers, 
validators, documenters, and a new role proposed in this model: process engineer.

c. Flexible: the role of process engineer includes among its responsibilities the 
measurement and analysis of the processes of each of the roles defined in  
a community, so the initial design of the process must consist of aspects that facilitate 
changes without suffering traumas within the participants in the role affected by 
the change. This could be called process maintainability.

d. Simplicity: minimum necessary and sufficient based on the idea that something 
is simple when there is nothing to take away. Processes should be the minimum 
required to achieve the participation of the most significant number of stakeholders.

2.1.2 Techniques

The primary technique in process design is the Process Asset Library (PAL), for which 
open-access process repositories should be promoted. Just as the source code of a 
software product is available, the processes of FLOSS communities must be adequately 
documented and freely accessible.

2.1.3 Tools 

The Eclipse Process Framework Composer (EPF Composer) is the primary tool for 
documenting software processes. With this tool, it is possible to specify the activities 
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corresponding to each role, the artifacts generated in those activities, and the tools 
used. In addition, the EPF Composer project has a repository of process libraries that 
includes documentation for approaches such as OpenUP, Scrum, and XP, which are 
freely available. These libraries can be a starting point for documenting proprietary 
processes in a FLOSS community. In addition, tools such as WikiPAL [31] have  
been proposed as appropriate options for maintaining a process repository.

2.2 Initial Deployment

This model component includes the publication of the process documentation, the training 
of team members, and the installation and integration of the tools that support the activities 
for each of the roles defined in the previously designed process.

2.2.1 Restrictions

The primary constraint in this aspect corresponds to the legibility of the process, that 
is, the ease with which each team member understands the activities of his role and the 
use of the tools for the construction of the artifacts under his responsibility.

Integration of tools: Repositories and version control have become the primary 
tools for working in FLOSS communities; however, other tools are required, such as 
communication tools, forums, bug reporting, testing, and documentation tools, which 
must be integrated appropriately to achieve that the members of a community consider 
a single context and that with a single access (login) they can access the tools involved 
in a given role.

2.2.2 Techniques

The deployment of an initial process is less critical than in the case of code deployment 
since the availability of the functionality must be guaranteed in real time. For the 
context of this work, it is suggested that the initial deployment be done by diverting 
the flow of participation of the most expert users to an instance of the new process. 
In this way, a beta test of the process can be considered, and, with their feedback,  
the pertinent adjustments can be made to provide service to one hundred percent of the 
participants. Training by different means is the primary technique for understanding 
each member’s activities, tools, and techniques within a given role. Thus, the process 
group must have the corresponding strategies to advise mainly using the tools.

2.2.3 Tools

Collaborative development platforms: Also known as forges. They are mainly 
version control tools, in which all kinds of digital documents are registered, 
allowing control not only of the source code but also of requirements documentation,  
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designs, tests, manuals, and, generally, all kinds of artifacts in a software deve-
lopment process. 

Communication between team members: Mailing lists and forums are the primary 
tools for communication between members of FLOSS communities. New requirements  
are communicated, solution alternatives are discussed, and coding and testing processes are  
undertaken through these. This type of tools can also include:

a. Bug Tracking System (BTS), used to register bugs found by users and serve as 
a tool for defining requirements, planning, and assigning tasks that constitute a  
collaborative development platform when integrated with version control  
and communication tools such as mailing lists. 

b. Documentation tools: technical manuals (description of designs, requirements, 
packages, classes, source code, error codes, and their meanings), user manuals, 
and any other documentation that facilitates the modification, use, and operation 
of a software product. They constitute a guarantee of the long-term survival of a 
FLOSS project. 

c. Wiki: this type of tool is probably the most versatile for the FLOSS context since it 
could support user documentation processes, documentation of the process itself, 
requirements, designs, and even a FLOSS project promotion portal.

2.3 Continuous Improvement

The component is based on managing process changes from measurement processes that  
detect parts of a process that can be improved.

2.3.1 Restrictions

In the FLOSS communities, the increments in the product are given as the commits 
are registered, which refer to the confirmations of a set of provisional changes in a 
permanent way in one or several constituent artifacts of a software product. On these, it 
is necessary to make the pertinent analysis in search of aspects that can be susceptible 
to improvement. Therefore, the main restriction for process improvement is given 
by the artifacts on which information analysis can be performed. Access to commit 
information within a community should be unlimited for the process group; however, it  
can be more valuable when it is available to anyone through repositories such as 
SourceForge Research Data Archive, FLOSSmole, or FLOSSMetrics.
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2.3.2 Techniques

Defect characterization facilitates finding opportunities for improvement and allows 
finding the root cause of failures detected in testing processes. The analysis of reverse 
commits is fundamental since a large number of inputs in a community need to  
be incorporated into the product for different reasons, and studying this information 
allows process improvement.

2.3.3 Tools

Data analysis: Statistical and artificial intelligence tools enable the processing of 
large volumes of data to find patterns of behavior and identify opportunities to 
improve a process.

2.4 Role of Process Engineer

This role within a FLOSS community has the permanent mission of identifying, 
analyzing, and proposing solutions to inefficiencies in the development process, mainly 
performing the following functions: i) performing permanent analysis on commits to 
identify aspects for improvement in the process; ii) helping team members with the 
management of the tools in each of the defined roles; iii) helping to understand and 
adopt the process defined for the community; and iv) managing process changes, 
including the integration of tools and training for community members.

Within the capabilities of the people participating in this role, there should be 
skills very similar to those described for agile workgroups, such as self-organization 
and collaborative work.

The following methodology illustrates an example of the proposed model:

Design

-  Socialize the credible promise in the FLOSS community.

-  Invite community members to participate in the construction of the process group.

-  Characterize people by their profile and geographic location of the process group

-  To develop the appropriate communication tools for the process community

-  Determine the roles of the process group

-  Determine processes for change management and maintainability in such a way 
that they are not complex to implement

-  Build open-access repositories
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Initial deployment

-  Include publication of process documentation, training of team members, and 
installation and integration of tools.

-  Analyze the constraints for the process group to understand the activities of their role 
and the use of the tools for the construction of the artifacts under their responsibility. 

-  Determine communications, forums, bug reporting, testing, documentation tools.

-  Analyze the work of the most expert users in an instance of the new process.

-  Determine the tools for collaborative work

-  Socialize documentation tools in the process group.

-  Analyze the management of the commits to the process group and the open  
access group.

-  Characterize the defects and their cause

-  Analyze artificial intelligence tools to find error patterns

-  Detect new opportunities for improvement in the process group

3. DISCUSSIONS FOR THE VALIDATION OF THE PROPOSED MODEL

Expert judgment is used in this work to validate the hypothesis:¿ Is it possible to 
formalize the development process in a FLOSS community in a way that motivates 
the participation of novice volunteers in this type of community (variable level of 
formalization of the software process)?

3.1 Instruments

The following instrument was designed to measure the suitability or not of using the 
model in a FLOSS community, according to the experts’ criteria. The first part of  
the instrument collects information on the experience level of each invited to fill  
out the instrument. The second part corresponds to the convenience of using the model.

1.  Participant’s information:

a)  Full name

b)  Level of education

c)  Occupation
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d)  To what degree do you know how a FLOSS community works (basic, medium, 
high, very high)?

e)  Have you participated in a FLOSS community? if yes, which one? in what role?

2.  About the proposed model:
a)  The use of the proposed model will motivate the attachment of novice members 

in a FLOSS community.
b)  The use of the proposed model will motivate the participation of members who 

have previous experience in FLOSS communities.
c)  The formalization of a process through SPEM, as proposed by the model, will 

create dissatisfaction in the members of a FLOSS work team.
d)  A critical process when working with virtual teams is that of communications. The 

proposed model facilitates the communication process in a FLOSS community.
e)  Please leave here any observations and comments you consider relevant regarding 

the evaluated model (optional).

This second part of the survey uses a Likert scale. It is named after its author, 
Rensis Likert, and is a psychometric scale commonly used in surveys in which the level 
of agreement or disagreement with a statement is specified for the response options:

1.  Strongly disagree

2. Disagree

3.  Neither agree nor disagree

4. Agree

5. Strongly agree

4. ANALYSIS OF RESULTS

For the application of the instrument, the experts used a summary of the proposed 
model and the online instrument, which was also presented in printed format to know 
the questions in advance without the need to visit the digital version. Fifteen expert 
participations were obtained with the following characterization.

Current profession: The experts reported a varied profile, among which are: 
systems engineering student, systems engineer, academic secretary, development 
leader, teacher, systems engineer, computer engineer, electronic engineer, business  
intelligence consultant, head of information and communication technology  
center, information technology office manager, information security officer.
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Highest level of academic training obtained so far. Most participants have a pro-
fessional degree, which allows us to deduce that their concepts are based on the theory 
they acquired in their undergraduate academic program rather than their experience 
in FLOSS communities (see Figure 4).

0
1
2
3
4
5
6

Figure 4. Academic level of participants
Source: own elaboration

¿To what degree do you know how a FLOSS community works? Most of the 
participants have a basic knowledge of FLOSS communities, which only partially 
guarantees the viability of the application of the model, so it is necessary to get concepts 
from members involved in FLOSS development processes (Figure 5).
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Figure 5. Participants’ knowledge of FLOSS communities.
Source: own elaboration
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¿Have you participated in a FLOSS community? The low participation in FLOSS 
communities coincides with the low knowledge about the internal development 
processes in this type of community (Figure 6).
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Figure 6. About the participation of experts in FLOSS Communities.
Source: own elaboration

Considering the evaluation of the proposed model by the experts, the analysis of 
the answers to the questions posed in the instrument is presented below:

¿Using the proposed model will motivate the linkage of novice members in a FLOSS 
community ?(Figure 7). The implementation of the model is feasible since the success 
of a FLOSS community depends mainly on the number of participants. Although 
several decades have passed since the movement started, many people interested in 
participating in a community for the first time find an obstacle in understanding the 
internal process, even more so when they do not have computer science as a profession.

¿Using the proposed model will motivate the participation of members with previous 
experience in FLOSS communities ?(Figure 8). According to the results, it is feasible 
to implement the model since it does not prevent users with previous experiences in  
FLOSS communities from perceiving the documentation of a process as a loss of 
freedom in their way of developing or participating in the community.

The formalization of a process through SPEM, ¿ as proposed by the model, will 
create discomfort in members with experience in FLOSS teamwork? (Figure 9). The 
documentation of processes through symbolic notations facilitates their understanding, 
regardless of the language; thus, experienced members will have the opportunity to 
assimilate changes in a strategy quickly and will not see in this notation an imposition 
that hinders the freedom of participation in a community.
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Figure 7. The model will encourage the participation of novices in a FLOSS Community.
Source: own elaboration
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Figure 8. The model will encourage the participation of expert members in a FLOSS Community.
Source: own elaboration
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Figure 9. Formalization with SPEM will create dissatisfaction among the members of a FLOSS community.
Source: own elaboration

A critical process when working with virtual teams is that of communications.¿The 
proposed model facilitates the communication process in a FLOSS community ?  
(Figure 10). Most participants agree that it facilitates communication within a 
development process. It is highly probable that if all team members have the same 
understanding, their communication channels will be determined.
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Figure 10. The model will facilitate the communication process
Source: own elaboration

At the end of the instrument, comments, and observations each expert considered 
pertinent concerning the model evaluated were allowed to be recorded. These are the 
comments recorded:
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-  “The model can be adapted to changes.”

-  “The characterization should have a minimum number of people to take into account 
in the model; in turn, there is no clarity on the tools to be used for integrating 
collaborative work tools and platforms is very open options.”

-  “In the proposed model, it needs to be clarified how the activities are classified 
according to their priority, the estimated time to be completed, what dependencies 
it has on other activities, and how they are monitored according to the individual 
assigned to it.

It should be clarified that, for this point, the model does not focus on estimating 
the activities and monitoring of each individual in the FLOSS community since this 
orientation is given by the group of experts and the process engineer of each free 
software community.”

-  “It is adequate and relevant as the roles within the community are defined well.”

-  “The proposed model defines some roles of the work team. The initial software 
product is known as Credible Promise. The design proposes the conformation of a 
group of processes with members designing, documenting, and providing permanent 
support to all the other members of the different roles.”

-  “The model allows designing and documenting software development processes 
in a graphical and standard-compliant manner considering the roles defined in the 
tasks and activities, work products or artifacts, tools, and processes.”

-  “It can be supported with DevOps”

-  “I consider it would be useful to briefly describe the current process to better 
understand the proposed model’s advantages, comparing these two.”

The comments generally ref lect the feasibility of applying the model  
since some focus on evaluating the summary document, not the model itself. The nega-
tive comments refer to the process design rather than the deployment, so the model does 
not describe the specific development activities. Instead, it proposes a process design  
phase in which the particular activities and the roles, tools, and artifacts in SPEM 
notation should be specified.

CONCLUSIONS

The software process deployment model proposed for FLOSS communities goes 
beyond the limits of deployment, so it was necessary to incorporate a process design 
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phase in recognition of the particularities concerning business processes, where  
the participants in the work team have total control. Thus, the voluntary nature of 
FLOSS development requires that the process be agreed upon among the initial  
community members without overloading it with activities that discourage the 
participation of a wide variety of profiles interested in a particular FLOSS project.

The validation process shows the feasibility of using the model; however, the 
academic and theoretical nature of the evaluations does not guarantee the success  
of applying the model in a specific context. In any case, knowing a process in advance 
motivates the voluntary participation of stakeholders in a FLOSS project.

It is important to note that the model encourages communication and motivation 
of participants by obtaining more than 80% favorability for these aspects. Likewise, 
the participation of new members is strongly encouraged, with a favorability of  
more than 60% of those surveyed. Therefore, the development of FLOSS communities 
could benefit significantly from using the model since commitment, motivation, com-
munication, and knowledge are human capabilities that encourage the construction of 
new inventions and technological challenges. 

Future research could be developed to analyze the impact of artificial intelligence 
on the growth of FLOSS communities and the development of agile methodologies 
within them.
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